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Abstract – This paper presents the most important aspects of the third-year project for students in computer and software engineering at Polytechnique Montréal. In computer engineering, the third-year project mainly focusses on FPGA-based embedded systems, mobile application development (Android application), network communication and protocols, and user interface design. In software engineering, the third-year project mainly focusses on software reengineering (of the second-year project), mobile application development (iPad application), network communication and protocols, and user interface design. The important role of team and project management is also underlined. Teachers’ evaluation of students, as well as students’ evaluation of teachers are discussed.
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1. INTRODUCTION

In 2005, Polytechnique Montréal introduced project-based learning (PBL) in its curriculum. The main goals of this approach are concept integration, student active participation, and autonomy improvement [8]. The central idea was to offer one integrative project at the end of each year. At the beginning, effort was spent in the development of projects for the first two academic years. It was also clear very early that the capstone project (senior-year integrative project) would be defined by a non-academic client (enterprise or nonprofit organization from different industries), like in many other engineering programs around the world [9]. However, when it was time to define the third-year project, ideas were much less clear.

We observed that the third year in a curriculum is different than the others. During the first two years, students want to discover their capabilities and find out they really like. In the fourth year, students are about to finish, they have a project with a non-academic client, and have opportunities to attend optional courses they want. They think about their short-term future. Third-year students are in between: they have accumulated enough technical background, but are not going to finish soon. This is why their motivation can be lower at this point of their studies.

Coming up with a good project can be a challenge in this context. At Polytechnique Montréal, the first two computer engineering and software engineering projects were a great success. The first-year project is the development of a little robot to focus on the understanding of computer architecture and basic software development [2]. The second-year project is the development of a low-level (OpenGL) computer game focused on the understanding of more complex software design principles [5]. Our capstone project is based on the development of a project defined by a non-academic client [6].

Even before knowing what would be the subject of the third year project itself, we established some requirements for it. First, the project would need to be managed with proper techniques. It was also clear that interpersonal and team interaction skills development would continue to be an important aspect. After a few years, we also realized that leaving room to student creativity was important. Also, the third-year project was targeted as a good place to measure CEAB graduate attributes [3].

On the technical side, we knew that the system would involve computer networks and mobile application development on tablets, as it is an important new trend. Theses aspects are not part of the first two integrative projects. Third-year courses around these subjects are offered to students so it makes sense to introduce them to the projects as well. Trying to expose students to up-to-date technologies was also viewed as important. Finally, students in computer engineering and software
engineering would have distinct projects with emphasis on their respective curriculum.

This paper is structured as follows. Section 2 presents third-year integrative projects objectives. Section 3 describes the computer engineering project technical details, and section 4 describes them for the software engineering project. Section 5 explains the mobile application development concepts common to both projects. Section 6 describes team and project management. Section 7 presents how teachers evaluate third-year integrative projects students, and section 8 analyzes students’ evaluation of both project courses.

2. THIRD-YEAR PROJECTS OBJECTIVES

An important curriculum decision was taken a decade ago: the first two integrative projects would be common to both computer engineering and software engineering students but the third-year and senior-year projects would be specific to each program. Therefore, each project must also reflect the differences between them.

On the one hand, the third-year computer engineering integrative project relies mostly on hardware concepts, since it is based on hardware courses exclusive to the curriculum. For instance, in the fifth semester, an advanced digital design course explores VHDL details and digital circuits. The following semester, students attend an embedded system course. Therefore, the computer engineering project uses FPGA boards to favour hardware design.

On the other hand, the third-year software engineering integrative project relies mostly on software reengineering. Relevant fifth semester courses include software tests and computer networks. The following semester, students attend a software development processes course. Therefore, the main objective of the third-year software engineering project is the second-year project reengineering, by adding two main features: online multiplayer gaming, and mobile editing functionalities.

3. COMPUTER ENGINEERING PROJECT

FPGA boards are versatile and it makes them a great educational tool in a laboratory with third-year students. Projects can include custom circuit design with VHDL or reuse of existing IP Core that usually come with the programming environment on PC. Hardcode embedded CPUs can run software, with or without operating systems. Many chips usually complete the boards for various needs: Ethernet and serial communications, digital sound input/output, USB device connections, LCD and push buttons, VGA or HDMI video output, etc. We have used different FPGA boards over the years for this third-year project. The old Digilent XUP Virtex-II Pro was followed by the Digilent Genesys Virtex-5. We now use the ZedBoard Zynq-7000 with dual ARM processors. We have explored many different ways to use them but we have found that turning the board into a TCP/IP server provides a very good and flexible development subsystem. We complement our system using Android tablets to host the client application. The communication between the two usually uses HTTP protocol with a REST interface.

In this framework, it is possible to develop projects at very low levels using VHDL or IP Cores and also at higher levels using Java code on the tablet. Almost everything in between can be integrated. Our approach offers a broad range of possibilities both for the teacher, who can diversify easily a specific project, and for students, who can pick which part of the project they prefer to spend time on, depending on their natural inclinations or skill set.

This computer engineering third-year integrative project is offered in fall (September-December) and winter (January-April) semesters. Students are always excited if we can come up with a totally new project every semester. This is hard if the whole system has to be done from scratch but easier if external pieces of code or entire libraries available on the internet are allowed in the design of the system. Over the years, mp3 codex (MP32PCM or libMAD), JSON parsers (cJSON or YAJL) and LwIP have been reused. Sometimes, these software parts are imposed to teams but most of the time, two or three choices are mentioned as available. In most cases, students find by themselves their preferred ones. This software reuse is a modern approach to software development and we encouraged it. Selection of code libraries is likely to happen again during the capstone project the following year, and in their respective careers.

Java is obviously used to program the Android device. On the Zedboard, C is used. This might seem unusual but this old language is still very popular [1]. As a matter of fact, Java and C/C++ are at the top of the list. Students usually realize at the end that they don’t know C as much as they thought. Many discussions about Java/Android versus C/Zedboard and their respective development environment take place between students during the semester, which is a good outcome of exposing students to a framework based on both platforms.

In this broad choice of available technologies, teams must design a good architecture and elaborate an appropriate development plan. If they don’t, problems will rise from various parts of the system: memory or interrupts conflicts, bad configuration of peripherals, software code incorrectly integrated, TCP/IP communication problems, etc. Large-scale systems also help improve debugging skills, which is an underestimated know-how.

It has always been our desire to offer complete systems integrating as many computer fundamentals and technic as
possible: computer graphics, performance issues and trade-offs, user interfaces, networking, processor and interrupt management, complex I/O subsystems, etc. This kind of environment is perfect to illustrate all the relationships between concepts. Many of our projects have been implemented following this architecture: an MP3 player (“modern jukebox”), video games (Snake, Lunar landing), an automated restaurant ordering system, a projector control system, a programmable logic controller (PLC) simulator, etc.

4. SOFTWARE ENGINEERING PROJECT

The main objective of the third-year software engineering project is the second-year project reengineering, by adding two main features: online multiplayer gaming, and mobile editing functionalities. The second-year project is both a map editor/tester and a videogame using maps created with the editor. The application runs on a single PC without any network communication. In the third-year project, students are provided with a Vision Document specifying a customer’s (teacher’s) vision of the bare minimum they must develop in the project. For instance, they must allow at least 2 groups of 2 to 4 players to play together online. Moreover, a user must be able to edit a map using an iPad tablet (iPad mini 4). Also, they must add chatting functionalities, pay close attention to user experience, and system performance.

From the Vision Document, teams must produce their own Software Requirements Specification (SRS) as the final product evaluation is based on their own SRS. Therefore, each team will choose what they will develop. This flexibility is valued by students as it empowers them to live with the consequences of their decisions. Of course, from an educational viewpoint, we have to make sure that students achieve a certain level of mastery, which we do by forcing them to include in their SRS mandatory requirements, as well as desirable ones.

The main architecture of the project is divided in three nodes: a “heavy client”, a “light client”, and a server. The “heavy client” is the enhanced, network-ready version of the second-year project. The “light client” is a migration of the C++/C# (second-year) editor to either Objective-C or Swift, depending on the students’ preferences. Students must take advantage of the touch screen and the different relevant gestures. In order to allow multiplayer online gaming, students usually choose to implement a central server, yet other solutions are allowed, such as peer-to-peer networking.

Mandatory requirements of the “heavy client” and the server include: chatting basic functionalities (window integration, channels), network disconnect management, user profile, and tutorial.

Mandatory requirements for the “thin client” include: basic edition functionalities (migration of the second-year map editor), gesture usage, visual effects, sound effects, map presentation, map management, and tutorial.

On top of the SRS, third-year software engineering integrative project students must also produce several other common artifacts such as a Software Architecture Document, a Software Development Plan, a Communication Protocol, a Test Plan, and a Test Report.

5. MOBILE APPLICATION DEVELOPMENT

Tablets are used for both computer and software projects. From an educational standpoint, students must acquire knowledge and know-how about mobile programming in today’s world, but there is more to it than just another device to program. We have observed that it’s a way for some students to express their creativity during user interface design.

Typically, a team of five or six students will allocate two students to mobile application development. It is pretty common for students to underestimate mobile applications development, as online resources are abundant, and it seems similar to desktop development. However, mobile development offers new challenges, such as a new kind of user experience (shorter session lengths, limited presentation), extensive testing needed (device and OS diversity), and very short release cycles [4].

For the moment, mobile development is done on Android for the computer engineering project, and on iOS for the software engineering project. However, evolution of any platform might force to revisit these choices at any time. Both programming environment and tablet models change at a rapid pace and it is hard to commit to long-term decisions.

6. TEAM AND PROJECT MANAGEMENT

We let students form their own teams. Usually, groups of friends tend to have similar work habits and values. By the end of the third year, students know each other well and prefer to work with friends. We don’t consider that it would be a good idea to break these natural ties.

Of course, team dynamics can always be improved. Therefore, interpersonal and team interaction skills specialists follow each team to continue developing what was introduced during the first two projects. The first intervention of the semester involves asking each team to come up with a list of common goals and/or rules for the team. It is interesting to note that this straightforward assignment often leads to long conversations. Students express strong opinions about team organization:
comments in the code, meetings, Git repository structure, code merges and reviews, etc.

Project management lectures began during the second-year project and continue during this third-year project: types of contractual agreements, advanced project planning and monitoring, project steering, and leadership. Also, a case study is analyzed, helping students to understand issues involved in the transition from engineering to management positions. The fact that students had industrial experience as interns just a few months prior to these lectures makes them more receptive to project management concepts and leads to interesting discussions.

Deeper usage of Redmine as a project management tool is mandatory. Each team must detail a work breakdown structure (WBS) of all the tasks of the project. Every week, the teacher reviews it with each team and discusses the projects progress. The progress of each deliverable is monitored and modifications to the original plan are tracked.

Each team must "bid" on a fictive request for proposal. A proposal has to describe the technical solution to the requested system, and also provide the project plan to manage it. This forces students to work on the technical details and project management at the same time. A proposal must also include various important aspects: tests, configuration management, team structures and responsibilities, deliverables details, etc.

Mandatory project management leads to mainly two benefits. Firstly, it makes the weekly visit of each team easier for the teacher because what is supposed to be done is explicitly written. Secondly, at the end of the project, each team will have a base of comparison to assess what went right or wrong and how much time has been spent on each task. Conclusions should be clear and interesting in the final report and the final oral presentation.

### 7. EVALUATION

Obviously, the quality of the developed system is the most important evaluation aspect of the course. The system evaluation is done once around mid-semester and once at the end of the semester. A rubric is used to evaluate the system on various criteria such as features, user experience and performance.

The system evaluation process is also a good moment to discuss with students about various informal aspects as well, while the teaching staff “experiments” with the developed systems. The fact that a complete system is being developed brings enthusiasm in the laboratory, even during these evaluations.

Reports are another important part of the evaluation, the two most important ones being the response to the request for proposal (RFP) and the final report (and associated documents).

Students are also evaluated on a final oral presentation, a project management exam, the quality of their work planning, and the quality of their time sheets.

Students must also proceed to a self- and peer-assessment, as they do for every other integrative project. As confirmed by Johnston and Miles [7], knowledge that individual contributions to the group project will be assessed results in a low incidence of free-riding and, consequently, more involvement in group-based learning.

Finally, in this third-year project, almost all CEAB graduate attributes are developed but only 6 are formally assessed: 2. problem analysis, 3. investigation, 4. design, 5. use of engineering tools, 6. individual and team work and 12. life-long learning.

### 8. RESULTS

The third-year computer engineering integrative project course was evaluated by 45 out of the 47 registered students during the winter and fall semesters of 2015 with the standard project evaluation form used at Polytechnique Montréal. Table 1 presents the results to some questions pertaining to the course. These results demonstrate a very good appreciation by the students. Results for previous semesters were similar.

**Table 1:** Third-year computer engineering project course evaluation results (winter and fall of 2015)

<table>
<thead>
<tr>
<th>Perception Results</th>
<th>Disagree</th>
<th>Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Evaluation questions</strong></td>
<td>- -</td>
<td>+</td>
</tr>
<tr>
<td>The teacher has paid attention to team aspects</td>
<td>0%</td>
<td>2%</td>
</tr>
<tr>
<td>The skills development was in accordance with the project objectives</td>
<td>0%</td>
<td>6%</td>
</tr>
<tr>
<td>Workload is well distributed throughout the semester</td>
<td>5%</td>
<td>9%</td>
</tr>
<tr>
<td>Final mark is based on various aspects</td>
<td>0%</td>
<td>2%</td>
</tr>
<tr>
<td>The level of difficulty is appropriate for this project</td>
<td>0%</td>
<td>4%</td>
</tr>
<tr>
<td>The project is well organized</td>
<td>0%</td>
<td>7%</td>
</tr>
</tbody>
</table>

The third-year software engineering integrative project course was evaluated by 37 out of the 43 registered students during the winter semester of 2015 with the standard project evaluation form used at Polytechnique Montréal. Table 2 presents the results to some questions
pertaining to the course. These results demonstrate a very good appreciation by the students. Results for previous semesters were similar.

Table 2: Third-year software engineering project course evaluation results (winter 2015)

<table>
<thead>
<tr>
<th>Evaluation questions</th>
<th>Disagree</th>
<th>0%</th>
<th>3%</th>
<th>36%</th>
<th>61%</th>
</tr>
</thead>
<tbody>
<tr>
<td>The teacher has paid attention to team aspects</td>
<td>3%</td>
<td>11%</td>
<td>33%</td>
<td>53%</td>
<td></td>
</tr>
<tr>
<td>The skills development was in accordance with the project objectives</td>
<td>0%</td>
<td>3%</td>
<td>36%</td>
<td>61%</td>
<td></td>
</tr>
<tr>
<td>Workload is well distributed throughout the semester</td>
<td>5%</td>
<td>11%</td>
<td>38%</td>
<td>46%</td>
<td></td>
</tr>
<tr>
<td>Final mark is based on various aspects</td>
<td>0%</td>
<td>0%</td>
<td>23%</td>
<td>77%</td>
<td></td>
</tr>
<tr>
<td>The level of difficulty is appropriate for this project</td>
<td>0%</td>
<td>5%</td>
<td>30%</td>
<td>65%</td>
<td></td>
</tr>
<tr>
<td>The project is well organized</td>
<td>0%</td>
<td>5%</td>
<td>27%</td>
<td>68%</td>
<td></td>
</tr>
</tbody>
</table>

Table 1 and 2 present pretty similar results, meaning that both third-year integrative projects are appreciated by students, while some aspects could be improved, such as workload distribution throughout the semester, yet some could argue this aspect is an everlasting complaint.

9. CONCLUSION

One of the reasons explaining the success of our third-year projects is their differences from the two previous ones and the following one. It would be easy to repeat the same project structure each year for four years, but it would bring very little to our curriculums and to the students. Instead, we have designed every single project to fit the specific needs of every curriculum year.

The level of maturity of third-year students in computer and software engineering offers a great opportunity to propose an integrative project based on project management, computer networking, mobile applications and recent technologies specific to a student’s program.

The evaluation of third-year project courses is mainly based on the quality of the developed system, the response to the request for proposal, and the final report.

Both third-year integrative projects are appreciated by students, which bodes well for the capstone project the following year.
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